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**Abstract. Many sorting algorithms have been developed over the years and the main aim is to reduce the time and space complexity for sorting the worst and average case scenarios. Parallel computing greatly decreases the processing time and increases the processing speed. In this paper we compare the results of a hybrid algorithm named CutShort algorithm using a parallel processing framework namely CUDA and MPI. We tested the proposed technique with random samples of large sample data. 30% speedup is achieved with parallel processing as compared to the sequential program.**
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* 1. **Introduction**

**Applications of sorting are found almost everywhere. Sorting plays a very important role in almost all the algorithms in Computer Science. There are various sorting algorithms developed each serving its own purpose. Sorting helps in increasing the time complexity for searching, insertion, deletion in many data structures. In this paper we will talk about the CutShort algorithm which works on the bit count operation. We have been learning from school days that any number having more digits is always greater than a number having less no of digits. The main principle of this algorithm is that two numbers can be compared based on the no of digits. This comparison can be applied to elements in an array i.e. it helps in sorting an array of elements. CutShort Algorithm is a hybrid algorithm which is a combination of the CutShort with Merge sort or Insertion sort or Quick sort. The word “CutShort” is self-explanatory i.e. cutting an input array into smaller pieces of array. These sub arrays are then fed to Merge sort or quick sort or Insertion sort algorithm. Thus, the time complexity is reduced by a small amount. Message Passing Interface (MPI) creates a parallel environment for processing the computations in parallel. In MPI, messages are passed among the various processes created during runtime in order to perform the specific task by each process. This framework work quite well with sorting techniques like merge sort as the sorting application sorts the data locally on processes and later passes the data to its neighbors to process the merged lists.**

* 1. **Literature Survey**

While doing literature survey, we went through various algorithms like Quick sort, Merge Sort [1], Insertion sort [2], and the time complexities of each one of them. The traditional Insertion Sorting algorithm which has worst case and average case complexity of O(n\*n)[3]. When this algorithm is used with CutShort Algorithm the time complexity is reduced to O (nlogn) in average and worst-case time complexity.

Further studying the parallel computing framework using MPI, we proposed a model which would combine the CutShort Algorithm with MPI framework which would greatly improve the efficiency and achieve scale up.

* 1. **Methodology**

In this section we will discuss in detail the working of CutShort algorithm. We will see in detail the proposed framework of using CutShort Algorithm using MPI or CUDA and observe how the speedup can be achieved in a parallel environment.

## CutShort Algorithm

CutShort algorithm[4] works on four steps as mentioned below.

1. Initial step

2. Range defining step

3. Rearranging

4. Sub array sorting

(i) Initial step

In the following step, we count the no. of bits of a digit in its binary equivalent form. An array of decimal numbers is given as the input. These decimal values are converted into their binary equivalent and their count is stored in an array named Bitband array. With the help of this operation we get to know the count of values in the input array having the same no. of binary digits used to represent them.

Consider the input array shown in Table 1:

Table 1: Input Array

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 |
| 22 | 40 | 60 | 52 | 78 | 58 | 18 | 7 | 46 | 82 |

Calculation of the BitCount operation is as shown below in Table 2:

Table 2: Output of BitCount Operation

|  |  |  |
| --- | --- | --- |
| Number | Binary Representation | O/P of BitCount operation. |
| 22 | 10110 | 5 |
| 40 | 101000 | 6 |
| 60 | 111100 | 6 |
| 52 | 110100 | 6 |
| 78 | 1001110 | 7 |
| 58 | 111010 | 6 |
| 18 | 10010 | 5 |
| 7 | 111 | 3 |
| 46 | 101110 | 6 |
| 82 | 1010010 | 7 |

In the above example we have one integer with 3 bits i.e. (5), two integers with 5 bits i.e. (22, 18), five integers with 6 bits i.e. (40, 60, 52, 58, 46) and 2 integers with 7 bits i.e. (78, 82).

So, the BitBand array will be formed as show by the author in Table 3:

Table 3: Bitband array

|  |  |  |  |
| --- | --- | --- | --- |
| 0 | 1 | 2 | 3 |
| 3 | 5 | 6 | 7 |

(ii) Range defining step

In this step, the range defines the upper and lower boundary of sub array having only the elements that are having the equal Bit Count. It is calculated using the following procedure.

The ranges of these sub arrays can be written as follows: Element 7 will have range from [0, 3), Elements {0, 6} have range from [3, 5), Elements {1, 2, 3, 5, 8} have range from [5, 6), Elements {4,9} have range from [6, 7).The range value is calculated using the method given above and are stored in the BitBand array as shown below in Table 4

#### Table 4: Resultant Bitband for ranges

|  |  |  |  |
| --- | --- | --- | --- |
| [0,3) | [3,5) | [5,6) | [6,7) |
| 3 | 5 | 6 | 7 |

(iii) Rearranging

In this step, the elements of array are rearranged according to the no of bit count values. Integers with same bit count are placed together one after the other in a sequential manner in an array. After this step, the input array would look as given below in Table 5.

Table 5: Resultant Input array after Rearranging Step.

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 |
| 7 | 22 | 18 | 40 | 60 | 52 | 58 | 46 | 78 | 82 |

With the help of this step, the integers with higher bit count are present on one side of the array while the integers with less bit count values are present on the other side of the array. In this step the integers with same bit count values are not sorted. After the final step of Sub-array Sorting, the entire input array will be sorted.

(iv) Sub-Array Sorting

Each of these sub arrays can be sorted using any sorting technique by using the Bitband array to define the different range of bits present in the Input Array. Merge Sort, Quick Sort or Insertion Sort can be used for sorting [5] with this BitBand Array.

After this step we get the sorted input array as shown below in Table 6:

Table 6: Sorted Input Array

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 |
| 7 | 18 | 22 | 40 | 46 | 52 | 58 | 60 | 78 | 82 |

* 1. **Proposed Parallel execution Model (CutShort Algorithm with MPI)**

In the proposed MPI implementation of the CutShort algorithm we parallelize the sequential algorithm[6] using the Message Passing Interface which is a framework that creates an environment for parallel programming by providing libraries [7] in C/C++ programming. We considered MPI to be our one of communication interfaces as it can also be used on a variety of hardware from a large scale super computer to a single compute node for inter process-communication in a desktop setup for performance reasons[8].
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Figure 1: Parallel Execution of CutShort using MPI

To execute the cutshort parallelly we divide the total input array into sub arrays of equal sizes based upon the number of processors passed as an argument during the runtime in the MPI , then BitCount function (Initial step of CutShort Algorithm) is performed on every value stored at index of the sub array in parallel by each processing element and the BitCount value is stored in separate Bitmap array for each process which is then collected together in the root process and combined together to obtain the final Bitmap array for the given input array the obtained bitmap array is used for Rearranging step(step ii of the CutShort Algorithm) serially and resultant can be sorted with any sequential or parallel sorting algorithm of choice .

* 1. **Proposed Parallel execution Model (CutShort Algorithm with CUDA)**

In the proposed CUDA (CUDA is a parallel computing platform and API Model created by Nvidia [9]) implementation of the CutShort algorithm we parallelize the sequential algorithm by sending the input array to the kernel where each thread process the Bitcount function(Initial step of CutShort Algorithm) on its respective thread element in parallel and the result is stored in separate bitmap array in global memory which is shared among all the kernel and contain bitmap value obtained from all the parallel execution , the final Bitmap array obtained after completion of all threads is processed sequentially in Rearranging step of the CutShort algorithm and its result can be sorted with any sequential or parallel sorting algorithm of choice.

* 1. **EXPERIMENT**

For the Experimental setup for the proposed model a Linux machine was used having Intel i5-3210M 2.5Ghz processor with 6 GB of 1600Mhz DDR3 RAM and Ubuntu operating system.

Table 7: Time Taken by Different Serial Algorithms (in sec)

|  |  |  |  |
| --- | --- | --- | --- |
| Test Case | Quick Sort+  CutShort | Insertion Sort +  CutShort | Merge Sort +  CutShort |
| 1 | 0.004342 | 0.035820 | 0.006833 |
| 2 | 0.004319 | 0.033692 | 0.006644 |
| 3 | 0.004367 | 0.033484 | 0.006166 |
| 4 | 0.004256 | 0.028709 | 0.005831 |
| 5 | 0.004086 | 0.031815 | 0.006000 |
| 6 | 0.004119 | 0.029502 | 0.005073 |
| 7 | 0.003823 | 0.026361 | 0.005370 |
| 8 | 0.003522 | 0.028389 | 0.005399 |
| 9 | 0.003773 | 0.027373 | 0.005233 |

For the tests a sample space of ten thousand elements was taken which was timed by running sequentially as show in Table 7 which was divided into three categories horizontally for effective analysis of the algorithm in all cases:

## Worst Case [test case 1-3]

All elements of sample space are in range from 2i to 2i+1

## Random Values [test case 4-6]

Containing all randomly chosen numbers

## Best Case [test case 7-9]

## All the elements can be equally divided into equal bit range buckets.

Now for Parallel tests the sample space of ten thousand elements was taken which was divided into three categories as mentioned with the use of 4 processors [10] in MPI for the experiment.

Table 8: Time Taken by Different Parallel Algorithms (in sec)

|  |  |  |  |
| --- | --- | --- | --- |
| Test Case | Quick Sort +  CutShort | Insertion Sort +  CutShort | Merge Sort+  CutShort |
| 1 | 0.002298 | 0.027697 | 0.003462 |
| 2 | 0.002864 | 0.027697 | 0.003855 |
| 3 | 0.002310 | 0.025781 | 0.003534 |
| 4 | 0.002770 | 0.022981 | 0.003526 |
| 5 | 0.002460 | 0.025772 | 0.004421 |
| 6 | 0.002301 | 0.024669 | 0.003821 |
| 7 | 0.001903 | 0.024542 | 0.003662 |
| 8 | 0.002016 | 0.023974 | 0.003214 |
| 9 | 0.001900 | 0.024508 | 0.003343 |

Table 9: Time Taken by Different Parallel Algorithms in CUDA (in sec)

|  |  |  |  |
| --- | --- | --- | --- |
| Test Case | Quick Sort +  CutShort | Insertion Sort +  CutShort | Merge Sort +  CutShort |
| 1 | 0.001706 | 0.016513 | 0.003116 |
| 2 | 0.002139 | 0.016508 | 0.003144 |
| 3 | 0.001684 | 0.016697 | 0.003272 |
| 4 | 0.002232 | 0.015384 | 0.003096 |
| 5 | 0.001546 | 0.018439 | 0.003192 |
| 6 | 0.001604 | 0.017452 | 0.003074 |
| 7 | 0.001108 | 0.015622 | 0.002464 |
| 8 | 0.001832 | 0.014504 | 0.002258 |
| 9 | 0.001296 | 0.014912 | 0.002402 |

* 1. **RESULTS AND ANALYSIS**

By comparing the timing observed as seen in Table 8 and Table 9 with the sequential CutShort algorithm time readings as shown in table 7 the performance improvement in timing of CutShort algorithm in Parallel [11] using CUDA or MPI individually in the best test case values is shown in graphical form in Figure 1 respectively.

Figure 2: Sequential & Parallel Execution Time of Algorithms in Best Case in MPI & CUDA (in sec)

* 1. **Conclusion**

In this paper, we proposed a parallel implementation of the Cut Short Algorithm. Parallel processing increases the processing speed of the algorithm [12] which can be concluded from the various test case we tested using different parallel computing methods.

We achieved a speedup of greater than 30% as shown in Figure 2 by implementing it parallelly [13] in CUDA or MPI individually as compared to running the algorithm sequentially with the same data set.
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